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Abstract— An in-depth exploration of a robust and systematic approach aimed at enhancing the security and integrity of communication systems within a website is conducted in this research. The focus is strengthening the interaction between the server and the user or client. Thus, secure data transmission can be guaranteed. This research integrates the well-established and widely respected Waterfall Methodology with asymmetric encryption techniques, explicitly using the RSA algorithm, into the overall development process. This method covers data encryption and decryption comprehensively. Blackbox testing validated the results for the application's expectation of increased research reliability. Advanced security measures are integrated into projects that use these insights to protect user data due to fast-growing cyber threats and the importance of data privacy.
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I. INTRODUCTION

In today's interconnected world, web-based application security has become a significant concern due to the sophisticated increase in cyber threats [1]. Web applications, from e-commerce platforms to cloud-based services, transmit vast amounts of sensitive data, including personal information, financial records, and proprietary business data [2]. Protecting this data during transmission is crucial to maintaining user confidence and complying with data protection regulations.

Traditional security measures, like firewalls and SSL encryption, are essential but lack full end-to-end protection [3]. SSL, for example, secures data in transit between a user's browser and a web server but fails to encompass the application's backend or databases, leaving vulnerabilities open to exploitation by malicious actors [4]. To tackle this problem, asymmetric encryption, specifically the RSA algorithm, has received widespread recognition. Asymmetric encryption involves two keys - public and private - for encryption and decryption purposes [5]. Material that is encrypted with the public key can only be decoded employing its corresponding private key, thereby primarily enhancing security [6]. This encryption method permits data to be encrypted at its source and decrypted exclusively at its intended destination, guaranteeing end-to-end encryption and safeguarding data even within the application's backend [7].

Nevertheless, robust encryption implementation alone is inadequate. Designing, developing, and deploying a secure web-based application necessitates a structured approach to guarantee the integration of security measures at each point [8]. As part of normal (unencrypted) web communications between web servers and clients, data is sent in plain text, making it vulnerable to interception and unauthorized access [9].

In previous research, we have emphasized the importance of securing these communications to protect sensitive information [10] because it is important to discuss in this
research. This approach ensures the confidentiality and integrity of data exchanged between servers and clients, improving the overall security of web-based applications.

The waterfall methodology is a reputable framework that provides a structured method for tackling challenges [8]. It divides the software development process into several stages, such as analyzing the requirements, system design, implementation, testing, and maintenance, and each stage relies on the previous one [11]. By incorporating security factors into each of these stages, developers can methodically produce web-based applications that prioritize data protection without compromising functionality [12]. For validating a testing result, this research will use a black-box testing method to test the application because black-box testing is an efficient method and simple to test [13].

This study aims to merge the advantages of asymmetrical encryption, particularly RSA, with the structured discipline of the waterfall methodology to establish a detailed resolution for the encryption of end-to-end web-based applications [14] [15]. By incorporating security measures at each stage of the development process and using state-of-the-art encryption techniques [16], this approach seeks to meet the crucial requirement for strong web application security in an age where data leaks and cyber threats are widespread [17]. The paper will present theoretical perspectives on the proposed system and practical advice on its implementation. As a result, it will make a valuable contribution to web application security and perhaps make a developer focus on website security, such as the web server and the client communication encryption.

II. METHODOLOGY

As explained in the previous section, this research uses a waterfall methodology. In Fig. 1 it is explained that the research contains five steps below.

1) Requirement

During this initial phase, our objective is to identify and define the precise requirements for the web-based encryption system that safeguards the entire application. This necessitates a comprehensive analysis of security requirements, data transmission patterns, and user expectations. With extensive stakeholder input and domain expertise, we strive to create a comprehensive set of project requirements [11].

2) System Design

Based on the gathered requirements, the architecture and design of the system are meticulously planned in this stage. This involves defining the encryption mechanisms, data flow, and system components. Technical specifications are created to guide the development process [8][18].

3) Implementation

The implementation phase requires that the web-based application encryption system be developed based on design specifications. Asymmetric encryption algorithms, such as RSA, are integrated into the system, and developers write code, configure servers, and create the necessary database structures [8].

4) Verification (Testing)

Testing is conducted to guarantee the system's functionality, security, and dependability. This stage involves unit testing, integration testing, system testing, and user acceptance testing. Crucially, security testing, comprising penetration testing, is implemented to authenticate the efficiency of the encryption measures [8].

5) Maintenance

It is crucial to provide ongoing maintenance and support once deployed to tackle any issues, update implementations, and adapt to evolving security threats. Regular maintenance and monitoring activities are carried out to keep the system secure and operational [8] [19].

III. RESULTS AND DISCUSSION

In the discussion stages, this research will explain each of the waterfall flow processes from the requirements, design, implementation, testing, and maintenance stages.

A. Requirements

In this stage, this research analyzes a website communication technique, between the backend and frontend. This research analyzes a REST API JSON result from a network tab in a browser like in Fig. 2.
Fig. 2 is a JSON response from a backend server, several pieces of information are not encrypted for example email and user ID. This is a piece of private information, if an unauthorized user can brute force a user login form or something dangerous activity is significant to prevent this attack. This research will use an asymmetric encryption technique. The asymmetric encryption technique will use a public and private key for secure website data information. Asymmetric encryption is chosen over symmetric encryption in this research for enhanced security and key management in securing website data information [20]. Unlike symmetric encryption, which employs a single shared key for both encryption and decryption, asymmetric encryption uses a pair of keys: a public key for encryption and a private key for decryption. This dual-key mechanism provides a higher level of security, as the public key can be openly distributed while the private key remains confidential [5]. So, this research will explain more about old design and new design for website communication between the backend and the frontend sides.

**B. Design**

In this stage, this research will explain old and new website communication design. In the first design, this is an old communication design (ordinary or non-encrypted communication). Fig. 3 is an ordinary communication or non-encrypted communication. If the user wants a read data, the user must request a website backend and second step server will respond an ordinary data. The data are in Fig. 1.

For a new website, the communication design is in Fig. 4. Fig. 4 is a new technique when the user requests data from a web server. Figure 4 explains that when a user requests data to a web server before the user requests out from the user’s phone to a wide network, the data first must be encrypted. An unauthorized user cannot see any user request message to a server.

Fig. 5 is a new technique for server response. Fig. 5 is for the new website and the communication design. Before the response data is out to a wide network, the data will be encrypted first in the server and the data will be delivered to users’ mobile phones across the network. In the user browser, the encrypted data will be decrypted by a JavaScript function. So, the user can see the original response from the server.

Fig. 6 shows how JavaScript encryption or decryption works. Each request or response from the user or server will be encrypted first before it is out from a wide network. So, this research hopes it can be prevented in a middleman attack. For this end-to-end encryption work, we need to save a private key to the user’s local storage browser and server. This key is needed to encrypt or decrypt a message to the server.

Fig. 7 is a flowchart from a public and private key generation process from a server and a user’s browser. If a user opens a website and no key is available in the client’s browser local storage, the server will generate a new key. The server will send the key through the wide internet to a user’s browser then local JavaScript engine encryption will be stored in the browser’s local storage. Encryption and decryption code will be available in Fig. 8 and Fig. 9 in the implementation stages.

**C. Implementation**

In the implementation stages, this research explains how inside an encryption and decryption process code. The code is written in the JavaScript language.

Fig. 8 is a how inside an encrypt function code. It is the same in JavaScript engine encryption in the server. That encryption function reads the public key from local storage. The key will be used for the encryption process using the RSAES-OAEP/SHA-256 algorithm.

Table 1 is this research’s black-box scenario. This research can be said finished if all scenarios are passed, and not available as a fail-test scenario. The purpose of this research is to secure server and client communication. The testing result is available in Table II.

![Fig 4. Not encrypted web communication](image)

![Fig 5. Encrypted communication](image)
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Fig 6. JavaScript encryption engine works

Fig 7. Public and private key flowchart generation process

Fig 8. Pieces of encryption JavaScript code

Fig 9. Pieces of decryption JavaScript code

D. Testing

In the testing stages, this research uses black box testing to validate the results of the application if the results are the same based on previous expectations. This research has three

**TABLE I**

<table>
<thead>
<tr>
<th>No.</th>
<th>Testing Scenario</th>
<th>Expectation</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Users request a message to a server</td>
<td>The message must be encrypted</td>
</tr>
<tr>
<td>2</td>
<td>The server will respond to a secured server response</td>
<td>The response results will be encrypted</td>
</tr>
<tr>
<td>3</td>
<td>Server and client Communication are secure</td>
<td>Any unauthorized user can’t read any important message</td>
</tr>
</tbody>
</table>

**TABLE II**

<table>
<thead>
<tr>
<th>No.</th>
<th>Testing Scenario</th>
<th>Expectation</th>
<th>Passed/Not</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Users request a message to a server</td>
<td>The message must be encrypted</td>
<td>Y</td>
</tr>
<tr>
<td>2</td>
<td>The server will respond to a secured server response</td>
<td>The response results will be encrypted</td>
<td>Y</td>
</tr>
<tr>
<td>3</td>
<td>Server and client Communication are secure</td>
<td>Any unauthorized user can’t read any important message</td>
<td>Y</td>
</tr>
</tbody>
</table>

browser. If it is not the same, the decryption process will throw a new error exception or a blank white page from the decryption process.

---

---
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scenarios in Table 1. The original message is attached in Fig. 2 above.

Table II is a testing result from that’s available scenario. This research has successfully passed all scenario tests. This research attached evidence test results in Fig. 10, Fig. 11, and Fig. 12. For the first test, writer tests a server request. The result is available in Fig. 10. Fig. 10 is an encrypted user’s request from a network tab in this research’s browser. The result is a user’s request is successfully encrypted and, for example, the data breach to an unauthorized person, no one can decrypt without public and private user’s key.

Fig. 11 is an encrypted server’s response for step two of the scenario, which this research caught from the preview network tab in the browser. This is a long random word from the JavaScript encryption engine in the server. Before the response out as a JSON to a wide network, a user’s JavaScript encryption engine will encrypt first and decrypted by a JavaScript encryption engine in the user’s local browser.

For the third step, evidence of the scenario can be found in Fig. 10 and Fig. 11, because of from the server and client sides are successfully encrypted.

For Fig. 12 above is the decryption illustration process. First, we need the user’s private key to open the encryption process and we need the encrypted message. Second, the key and the message will be decrypted by the decryption engine according to Fig. 6, and the result will same as in Fig. 2 previously. This research hopes no one knows what the message from the user is or what is server's response is. If between server and client are successfully encrypted, it can prevent a middleman attack.

E. Maintenance

In the maintenance stages, this research will monitor about encryption and decryption process from an implemented system and will monitor the JavaScript encryption engine between the server side and user side. The encryption and decryption must not fail or error, because this research wants to increase a user’s experience for use or access of a website application.

IV. CONCLUSIONS

This research highlights the crucial significance of ensuring the protection of user requests and server responses within the extensive domain of network services. The advantage of this research is to enhance and strengthen security to prevent cyber threats and data stolen by integrating asymmetric encryption within the structured framework of the waterfall methodology. This research objective is to explore advanced encryption techniques and further refine key management practices to correct this research’s disadvantages. Additionally, the evolving landscape of web-based applications and cloud computing offers prospects for future investigations into secure data transmission across multiple platforms and technologies. By continuously improving our knowledge of web communication security, this research aims to offer better protection for sensitive data in the constantly changing digital landscape.
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